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ABSTRACT

Cache-coherent, nonuniform memory access or
cc-NUMA is an attractive architecture for build-
ing a spectrum of shared memory multiproces-
sors (which are seeing widespread use in commer-
cial, technical and scientific applications). Un-
fortunately, there are some factors which limit
the maximum number of processors that can be
offered at a good price/performance ratio. This
paper presents a survey of some of the propos-
als that have recently appeared focusing on two
of these factors: the increased cost in terms of
hardware overhead that the use of directories en-
tails, and the long cache miss latencies observed
in these designs as a consequence of the indirec-
tion introduced by the access to the directory.
Keywords: c¢c-NUMA Multiprocessors, Scalabil-
ity, Cache Coherence, Directory Memory Overhead,
Cache Miss Latency

1. INTRODUCTION

The key property of shared-memory multiproces-
sors is that communication occurs implicitly as
a result of conventional memory access instruc-
tions (i.e., loads and stores) which makes them
easier to program and thus, more popular than
message-passing machines.

Shared-memory multiprocessors cover a wide
range of prices and features, from commodity
SMPs to large high-performance cc-NUMA ma-
chines. Most shared-memory multiprocessors
employ the cache hierarchy to reduce the time
needed to access memory by keeping data values
as close as possible to the processor that uses
them. Since multiple copies of a data value may
co-exist in different caches, these machines im-
plement a coherence protocol (generally, a write-
invalidate coherence protocol) to ensure consis-
tency among these copies.

The adopted solutions to the coherence problem
are quite different depending on the total number
of processors. For systems with small processor
counts, a common bus is usually utilized along
with snooping cache coherence protocols. Snoop-
ing protocols [20] solve the cache coherence prob-
lem using a network with a completely ordered
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message delivery (traditionally a bus) to broad-
cast coherence transactions directly to all proces-
sors and memory. Unfortunately, the broadcast
medium becomes a bottleneck (due to the lim-
ited bandwidth that it provides and to the lim-
ited number of processors that can be attached)
preventing them from being scalable.

Instead, scalable shared memory multiprocessors
are constructed based on scalable point-to-point
interconnection networks, such as a mesh or a
torus [18]. Besides, main memory is physically
distributed in order to ensure that the bandwidth
needed to access main memory scales with the
number of processors. In these designs, access-
ing main memory has nonuniform access costs
to a processor and in this way, architectures of
this type are often called cache-coherent, nonuni-
form memory access or cc-NUMA architectures.
The best-known example of a commercial multi-
processor using this approach is the SGI Origin
2000 [37].

In these organizations, totally ordered message
delivery becomes infeasible and cache coherence
is based on the concept of a directory [12], which
is an structure used to keep explicitly the state
of every memory line. Directory entries are dis-
tributed along with the memory, so that different
directory accesses can go to different locations,
just as different memory requests go to differ-
ent memories. Each memory line is assigned to
a directory (the home directory), which keeps
a directory entry for the memory line. A nat-
ural way to organize directories is to maintain
the directory information for each memory line
together with the line in main memory at the
home node. Each directory entry is comprised of
two main fields: a state field, used to store the
state of the line, and a sharing code [45] field,
used to identify those caches currently holding
a copy of the line. The majority of the bits of
each directory entry are devoted to codifying the
sharing code and, therefore, its election directly
affects the memory required for the directory. A
simple organization for the sharing code is as a
bit-vector of N presence bits, which indicate for
each of the N nodes whether that node has a
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Figure 1. Memory Overhead for Full-Map

cached copy of the line or not (note that each
node may be a uniprocessor or a multiprocessor
system). This organization of the sharing code is
called full-map, Diry or bit-vector [17] and some
current multiprocessors, such as the SGI Origin
2000 [37] or the Stanford DASH Multiprocessor
[39], directly use it or some variations on it.
Although the use of directory-based coherence
protocols allows multiprocessor designers to or-
chestrate shared memory multiprocessors with
hundreds of nodes, the implementations of the
shared memory paradigm have limited scala-
bility, then becoming infeasible for very large-
scale systems, which use the message-passing
paradigm. Examples of such machines are the
ASCI Red, the ASCI Blue Pacific and the ASCI
White multiprocessors.

There are several factors limiting the scalability
of cc-NUMA designs. Two of the most impor-
tant of these issues are, first, the cost in terms of
the hardware overhead that the use of directories
implies, and, second, the increased distance to
memory, which is the reason for the higher cache
miss latencies that are currently being observed
in cc-NUMA architectures.

The most important component of the hardware
overhead is the amount of memory required to
store the directory information, particularly the
sharing code. Depending on how the sharing
code is organized, memory overhead for large-
scale configurations of a parallel machine could
be intolerable. For example, for a simple full-
map sharing code and for a 128-byte line size,
Figure 1 draws directory memory overhead (mea-
sured as sharing code size divided by memory line
size) as a function of the number of system nodes.
As observed, directory memory overhead for a
system with 128 nodes is 12.50%, which is not
too bad. However, when the node count reaches
1024, this overhead becomes 100%, which is def-
initely prohibitive.

On the other hand, long cache miss latencies of
directory protocols are caused by the inefficien-
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cies that the distributed nature of the protocols
and the underlying scalable network imply. Cur-
rently, and as a consequence of the increased dis-
tance to memory, the most important of such in-
efficiencies is the indirection introduced by the
access to the directory, which is usually stored
in main memory. This represents a unique fea-
ture of directory protocols, not present in SMPs.
The consequences of such indirection are partic-
ularly serious for cache-to-cache transfer misses
and upgrade misses, which constitute the most
important fraction of the total cache miss rate
[3, 9]. Figure 2 presents the normalized aver-
age miss latency obtained when running several
applications on top of a simulated 64-node cc-
NUMA multiprocessor using RSIM [29]. Average
miss latency is split into network latency, direc-
tory latency and miscellaneous latency (buses,
cache accesses...). As can be observed, the most
important fraction of the time needed to satisfy
a certain request is spent at the directory in al-
most every application. Therefore, techniques
for reducing the directory component of the miss
latency will be rewarding.

In this paper, we present a revision of the propos-
als that have recently appeared facing these two
important issues in cc-NUMA multiprocessors.
First of all, in Section 2 we summarize several
organizations for the directory aimed at reduc-
ing directory memory overhead. Then, in Sec-
tion 3 we depict some important research efforts
for accelerating cache misses in these architec-
tures. Finally, Section 4 concludes the paper and
presents some future ways.

2. REDUCING DIRECTORY
MEMORY OVERHEAD

There are two main alternatives for storing di-
rectory information [17]: flat, memory-based
directory schemes and flat, cache-based direc-
tory schemes. In flat, memory-based directory
schemes the home node maintains the identity
of all the sharers and the state, for every one of
its memory lines. On the contrary, flat, cache-
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based directory protocols (also known as chained
directory protocols), such as the IEEE Standard
Scalable Coherent Interface (SCI) [23], rely on
distributing the sharing code among the nodes
of the system. For every one of its memory lines,
the home node contains only a pointer to the
first sharer in the list plus a few state bits. The
remaining nodes caching the line are joined to-
gether in a distributed, doubly linked list, using
additional pointers that are associated with each
cache line in a node (which are known as for-
ward and backward pointers). The locations of
the copies are therefore determined by traversing
this list via network transactions.

The most important advantage of flat, cache-
based directory protocols is their ability to sig-
nificantly reduce directory memory overhead. In
these protocols, every line in main memory only
has a single head pointer. The number of forward
and backward pointers is proportional to the
number of cache lines in the machine, which is
much smaller than the number of memory lines.
Although some optimizations to the initial pro-
posal have been studied (for example, in [14] and
[49]) and several commercial machines have been
implemented using this kind of protocols, such as
the Sequent NUMA-Q [40] and Convex Exem-
plar [16] multiprocessors, the tendency seems to
have changed these days and from the SGI Ori-
gin 2000 [37] onwards, most designs use memory-
based directory protocols, such as Piranha [10],
the AlphaServer GS320 [19] or the Cenju-4 [28§].
Other examples of shared memory multiproces-
sors that have been constructed based on such a
directory organization are the Stanford FLASH
and DASH multiprocessors [34, 39|, the MIT
Alewife [6] and the HAL-S1 [60], among others.
The decreased popularity of cache-based direc-
tory protocols is a consequence of some impor-
tant drawbacks they introduce: the increased la-
tency of coherence transactions as well as occu-
pancy of cache controllers, and complex proto-
col implementations [17]. A comparison between
flat, memory-based directory protocols and flat,
cache-based ones can be found in [27].

On the other hand, memory overhead in flat,
memory-based directory schemes is usually man-
aged from two orthogonal points of view: re-
ducing directory width and reducing directory
height.

Reducing directory width

Some authors propose to reduce the width of
directory entries by having a limited number
of pointers per entry to keep track of sharers
[7, 13, 55]. The differences between them are
mainly found in the way they handle overflow
situations, that is to say, when the number of
copies of the line exceeds the number of avail-

able pointers [17]. As an example, Dir;B sharing
code [7] provides i pointers to codify up to i po-
tential sharers. It was inspired by experimental
data suggesting that, in many cache invalidation
patterns, the number of sharers is very low and a
few number of pointers may be sufficient for the
majority of cases [21]. When the number of avail-
able pointers i is exceeded, a broadcast bit in the
directory entry is set. On a subsequent write op-
eration, invalidation messages will be sent to all
the nodes in the system, regardless of whether
or not they are caching the line. Two interest-
ing instances of this sharing code are Dir; B and
DirgB. Whereas the former needs 1+ log, N bits,
the latter does not use any bit and always sends
N-1 coherence messages (invalidations or cache-
to-cache transfer requests) when the home node
cannot directly satisfy a certain cache miss (i.e.,
on a coherence event), for a N-node system.

More recently, the segment directory has been
proposed as an alternative to the limited pointer
schemes [15]. The segment directory is a hybrid
of the full-map and limited pointers schemes.
Each entry of a segment directory consists of two
components: a segment vector and a segment
pointer. The segment vector is a K-bit segment
of a full-map vector whereas the segment pointer
is a log2(N/K)-bit field keeping the position of
the segment vector within the full-map vector,
aligned in K-bit boundary. Using directory’s bits
in this way results in a reduction of the number
of directory overflows suffered by limited pointer
schemes.

Other proposals reduce directory width by us-
ing compressed sharing codes. Unlike the well-
known full-map sharing code, compressed shar-
ing codes require a lower number of bits and
achieve better scalability by storing an in-excess
representation of the nodes that hold a memory
line. Since more sharers than necessary are usu-
ally codified, this kind of sharing codes, which
are also known as multicast protocols [45] and
limited broadcast protocols [7], leads to the ap-
pearance of unnecessary coherence messages. An
excessive number of these messages has dramatic
consequences on the final performance. Several
compressed sharing code schemes have been pro-
posed in the literature with a variety of sizes and
precisions. Some of the them are coarse vector
[22], which is currently employed in the SGI Ori-
gin 2000 multiprocessor, tristate [7], gray-tristate
[45], and binary-tree with subtrees [2].

Unlike full-map sharing code, in coarse vector
each bit of the sharing code stands for a group
of K processors. The bit is set if any of the pro-
cessors in the group (or some of them) cached
the memory line. Thus, for a N-node system,
the size of the sharing code is N/K bits. Tris-
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tate, also called the superset scheme by Gupta
et al. [22], stores a word of d digits where each
digit takes on one of three values: 0, 1 and both.
If each digit in the word is either 0 or 1, then
the word is the pointer to exactly one sharer. If
any digit is coded both, then the word denotes
sharers whose identifier may either be 0 or 1 in
that digit, but match the rest of the word. If
i digits are coded both, then 2¢ sharers are cod-
ified. In this way, it is possible to construct a
superset of current sharers. Each digit can be
coded in 2 bits, thus requiring 2log, N bits for
a N-node system. Gray-tristate improves tris-
tate in some cases by using Gray code to num-
ber the nodes. Finally, binary-tree with subtrees
requires approximately log, N bits for a N-node
system, and it is based on the distinction between
the logical structure of the system (i.e, how the
system seems to be organized) and the physical
one (how the system actually is). The codifi-
cation of the sharers is performed based on the
logical structure of the system. In this case, the
logical system is a binary tree with the nodes
located at the leaves, and the sharing code codi-
fies the two minimal subtrees that include all the
sharers. One of them is computed from the home
node. For the other one, one of the symmetric
nodes of the home node is employed. Addition-
ally, this sharing code solves the common case of
a single sharer by directly encoding the identifier
of that sharer.

Reducing directory hetight

Other schemes try to decrease directory memory
overhead by reducing the total number of direc-
tory entries available. This can be achieved ei-
ther by combining several directory entries in a
single entry (directory entry combining) [54] or
by organizing the directory as a cache (sparse
directory) [22, 51]. The first approach tends to
increase the number of coherence messages per
coherence event as well as the number of cache
misses in those cases in which several memory
lines share a directory entry. On the other hand,
the use of sparse directories also increases the
number of cache misses as a result of premature
inwalidations that are sent each time a directory
entry is evicted.

Everest [48] is an architecture for high perfor-
mance cache coherence and message passing in
partitionable distributed shared memory systems
that use commodity SMPs as building blocks.
In order to maintain cache coherence between
shared caches included into every SMP, Everest
uses a new directory design called Complete and
Concise Remote (CCR) directory. In this design
each directory maintains a shadow of the tags
array of each remote shared cache. In this way,
each directory consists of N — 1 shadows for a

N-node system, which prevents CCR directories
from being a solution for scalable systems.

Reducing directory width and height

Finally, two-level directories are proposed in
[1, 2] as a solution to the scalability problem
which combines the benefits of compressed shar-
ing codes and sparse directories in order to signif-
icantly reduce directory memory overhead with-
out degrading performance. A two-level direc-
tory architecture consists of a small full-map
first-level directory (which stores precise infor-
mation for a small subset of the memory lines)
and a compressed and complete second-level di-
rectory (which provides in-excess information for
every line). Due to the temporal locality found
for directory accesses, results show that a sys-
tem with this directory architecture achieves the
same performance as a multiprocessor with a big
and non-scalable full-map directory, with a very
significant reduction of the memory overhead.
This approach can be generalized to a multilevel
directory organization.

3. REDUCING CACHE MISS
LATENCY

In most designs directory entries are stored in
main memory, together with the memory lines
they are associated with, which puts the cy-
cles needed to access main memory into the
critical path of cache misses. Unfortunately, a
well-known industry trend is that microproces-
sor speed is increasing much faster than mem-
ory speed [25]. The increased distance to mem-
ory (the memory wall problem) raises the ne-
cessity of storing directory information out of
main memory, in more efficient structures, or
even more, of completely removing the access to
the directory from the critical path of the cache
misses.

Caching-based techniques

Caching directory information was originally
proposed in [22] and [51] as a means to reduce the
memory overhead entailed by directories. More
recently, directory caches have also been used
to reduce directory access times [34, 44, 47].
For example, Michael and Nanda [47] proposed
the integration of directory caches inside the co-
herence controllers to minimize directory access
time and, consequently, to reduce cache miss la-
tencies. The Everest architecture proposed in
[48] also uses directory caches to reduce direc-
tory access time. In addition, remote data caches
(RDCs) have also been used in several designs (as
[39], [40] and [50]) to accelerate access to remote
data. A RDC is used to hold those lines that are
fetched to the node from remote memory and
acts as backup for the processor caches.
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In [30], the remote memory access latency is re-
duced by placing caches in the crossbar switches
of the interconnect to capture and store shared
data as they flow from the memory module to
the requesting processor. Subsequently, in [31]
the same idea is applied to reduce the latency
of cache-to-cache transfer misses. In this case,
small directory caches are implemented in the
crossbar switches of the interconnect medium to
capture and store ownership information as the
data flows from the memory module to the re-
questing processor. In both cases, special net-
work topologies are needed to keep coherent the
information stored in these switch caches.

Exploiting on-chip integration

Recent technology improvements have enlarged
the number of components that can be included
into a single chip. System-on-a-chip techniques
allow for integration of all system functions in-
cluding compute processor, caches, communica-
tions processor, interconnection networks and co-
herence hardware onto a single die. Directly con-
necting these highly-integrated nodes leads to
a high-bandwidth, low-cost, low-latency "glue-
less" interconnect. Some proposals exploiting
system-on-a~-chip techniques are the Compaq Al-
pha 21364 EV7 [24], the IBM BlueGene/L su-
percomputer [58], and the AMD Hammer [§].
Even more, as more transistors can be placed on
a chip, a sizeable fraction of the main memory
is likely to be also integrated on chip (processor-
in-memory or PIM chips) [59]. Other designs go
further and use semiconductor technology trends
to implement a complete multiprocessor into a
single chip (multiprocessor-on-a-chip), for exam-
ple the Compaq Piranha CMP [10], the Stan-
ford Hydra [26] or the IBM POWERA4 [57]. In
[3], cache misses found in cc-NUMA multipro-
cessors are firstly classified in terms of the ac-
tions performed by directories to satisfy them,
and then, it is proposed a novel node architecture
that makes extensive use of on-processor-chip in-
tegration in order to reduce the latency of each
one of the types of the classification.

Approaching snooping behavior

Other proposals have focused on using snooping
protocols with unordered networks. In [42], Mar-
tin et al. propose a technique that allows SMPs
to utilize unordered networks (with some modifi-
cations to support snooping). However, scalabil-
ity to larger systems is still compromised since
coherence transactions must be sent to all the
processors in the system which, in turn, must
process them. In addition, Bandwidth Adaptive
Snooping Hybrid (BASH) has been proposed to
reduce the requirements that snooping protocols
put on the interconnect [43]. BASH is a hybrid
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protocol that ranges from behaving like snooping
(by broadcasting coherence transactions) when
excess bandwidth is available to behaving like
a directory protocol (by unicasting coherence
transactions) when bandwidth is limited. Ad-
ditionally, Token Coherence is presented in [41]
as a new coherence framework that tries to avoid
the accesses to the directory in a system by di-
rectly sending coherence messages from the re-
questing node. To this end, Token Coherence has
two parts: a correctness substrate which ensures
safety (i.e., all reads and writes are coherent) and
starvation avoidance, and a performance proto-
col.

The new Compaq AlphaServer GS320 [19] con-
stitutes an example of cc-NUMA architecture
specifically targeted at medium-scale multipro-
cessing (up to 64 processors). The hierarchi-
cal nature of its design and its limited scale
make it feasible to use simple interconnects, such
as a crossbar switch, to connect the handful
of nodes, allowing a more efficient handling of
certain cache misses than traditional directory-
based multiprocessors by exploiting the extra or-
dering properties of the switch.

Prediction-based techniques

Prediction has a long history in computer ar-
chitecture and it has proved useful for improv-
ing microprocessor performance. Prediction in
the context of shared memory multiprocessors
was first studied by Mukherjee and Hill, who
showed that it is possible to use address-based!
2-level predictors at the directories and caches to
track and predict coherence messages [46]. Sub-
sequently, Lai and Falfasi modified these pre-
dictors to improve their accuracy and to reduce
their size (that is, their implementation costs).
Additionally, the authors presented the first de-
sign for a speculative coherent cc-NUMA using
pattern-based predictors by executing coherence
operations speculatively to hide the remote read
latency [35]. In particular, the proposed scheme
tries to predict when the producer of a particu-
lar memory line has finished writing to it. Then,
the writable copy is speculatively invalidated and
forwarded to the consumers. Finally, Kaxiras
and Young [33] presented a taxonomy of all pre-
diction schemes in a uniform space, and provided
simulation results on the accuracy of a practical
subset of them. Through this process, the au-
thors derived prediction schemes that are more
accurate than those previously proposed.
Alternatively, Kaxiras and Goodman [32] pro-
posed and evaluated prediction-based optimiza-
tions of migratory sharing patterns (convert-
ing some load misses that are predicted to

1 Address-based stands for predictors whose table is
accessed using the effective memory address.
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be followed by a store-write fault to coherent
writes), wide sharing patterns (to be handled
by scalable extensions to the SCI base protocol)
and producer-consumer sharing patterns (pre-
sending a newly created value to the predicted
consumers).

Bilir et al. [11] investigated a hybrid protocol
that tried to achieve the performance of snooping
protocols and the scalability of directory-based
ones. The protocol is based on predicting which
nodes must receive each coherence transaction.
If the prediction hits, the protocol approximates
the snooping behavior (although the directory
must be accessed in order to verify the predic-
tion). Performance results in terms of execution
time were not reported and the design was based
on a network with a completely ordered message
delivery, in particular an Isotach-like Fat Tree
Network [53], which could restrict its scalability.

Recently, cache-to-cache transfer misses has been
reported as constituting a significant fraction of
the cache miss rate in commercial applications
[9]. For these misses, the home node has an ob-
solete copy of the memory line and the corre-
sponding directory entry stores the identity of
the node holding the single valid copy of the
memory line (this node is said to be the owner
node). Therefore, the role of the directory in
these cases is to redirect the misses to the corre-
sponding owner nodes (of course, the directory
also serves as the serialization point for all ac-
cesses to a particular memory line and therefore,
to ensure correctness). If on suffering a cache-to-
cache transfer miss, the missing node were able
to know the identity of the owner of the mem-
ory line, it could send the request directly to it,
completely removing the access to the directory
from the critical path of the miss. This idea is
developed in [4] and requires to extend the origi-
nal coherence protocol to deal with some emerg-
ing situations, as well as the development of an
effective prediction scheme. Additionally, in [5]
it is shown how a similar technique can be ap-
plied for accelerating upgrade misses, that is to
say, write misses for which the requesting node
already has the valid data and only needs exclu-
sive ownership, for which invalidation messages
are sent to the rest of the sharers of the memory
line.

Another related technique to reduce coher-
ence overhead resulting from the invalidation of
shared lines was originally presented in [38]. In
this work, some heuristics are applied to allow
each processor to detect and self-invalidate those
shared lines that will probably not be accessed
in the future. Subsequently, Lai and Falsafi [36]
proposed Last-Touch Predictors (LTPs) to im-
prove self-invalidation accuracy.
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4. CONCLUSIONS

Cache-coherent, nonuniform memory access or
cc-NUMA is an attractive architecture for build-
ing a spectrum of shared memory multiproces-
sors (which are seeing widespread use in commer-
cial, technical and scientific applications). Based
on a directory-based cache coherence protocol,
cc-NUMA designs offer a scalable performance
path beyond symmetric multiprocessors (SMPs)
by maintaining a compatible programming inter-
face and allowing a large number of processors
to share a single global address space over phys-
ically distributed memory.

Unfortunately, there are some factors which limit
the maximum number of processors that can be
offered at a good price/performance ratio. This
paper surveys some of the proposals that have re-
cently appeared focusing on two of these factors:
the increased cost in terms of hardware overhead
that the use of directories entails, and the long
cache miss latencies observed in these designs as
a consequence of the indirection introduced by
the access to the directory.

Apart from the two issues studied in this pa-
per, availability has become increasingly impor-
tant as cache-coherent shared memory multipro-
cessors has seen widespread use in commercial,
technical and scientific applications. Recently,
techniques for providing fault-tolerance in these
architectures has been the focus of several works,
such as ReVive [52] and SafetyNet [56].
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